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Abstract

The increasing demand for Multi-Agent Systems (MAS) in the software industry has led to development of several Agent Oriented Software Engineering (AOSE) methodologies. The autonomous agents’ interaction in a dynamic software environment can potentially lead to runtime behavioral failures such as deadlock. Therefore, the MAS environment should be tested and monitored against the unwanted emergent behaviors. The AOSE methodologies usually do not cover monitoring and testing. On the other hand model-based software development practices such as the Unified Modeling Languages (UML) are commonly used in practice and are equipped with a rich set of model based testing and monitoring tools. In this paper, we propose a conversion tool to help MAS engineers use UML-based monitoring and testing tools to test and monitor MAS design and analysis artifacts created by Multi-agent Software Engineering (MaSE) as one of the most powerful and famous AOSE methodologies.

Index Terms— Multi-agent system, UML, Software testing, Deadlock detection.

1. Introduction

As a result of the growing demand in Multi-Agent Systems (MAS), many Agent Oriented Software Engineering (AOSE) methodologies have been evolved to assist the development of agent-based applications. Agent-based applications consist of the autonomous and intelligent software (agents) that can communicate and exchange information to solve challenging problems collaboratively[1]. An autonomous agent is a computational entity that can perceive, reason, act, and communicate [2]. A MAS consists of autonomous agents that try to achieve their goals by interacting with each other by means of high level protocols and languages [1]. Since the agents’ interactions in MAS environment can potentially lead to behavioral faults, the MAS environment should be tested and monitored against the unwanted emergent behaviors. Also as model-based software development practices such as the Unified Modeling Languages (UML) [3] are gaining more popularity, more and more model based (UML-based) testing and monitoring tools are developed. UML is a language for specifying, constructing, visualizing, and documenting artifacts of software object-oriented systems [3]. There are several advantages to be gained from using the UML. Firstly, the UML provides high level information that illustrates the internal behavior of the system, which can be used efficiently and effectively in testing. Secondly, the UML has emerged as the de-facto industry standard for software modeling. Thirdly, the UML includes a set of models that can provide different levels of capacity and accuracy for modeling objects, and thus can be used to satisfy various needs in the real world industry [3].

The agent paradigm introduces a number of new abstractions and design/development concepts by means of AOSE methodologies to software development in comparison with regular model-based approaches such as UML. This makes the deployment of UML-based testing tools for verifying the internal behavior of MAS harder and sometimes impossible. Thus, conversion models that fill the gap between the AOSE design/ analysis concepts and the UML-based testing and monitoring tools can be very useful. These conversion models can help MAS engineers to deploy the UML-based testing and monitoring tools to test and verify the internal behavior of their developed MAS before bringing them to the mainstream of commercial software.

In this paper we focus on proposing a conversion model and a prototype tool for adopting the MAS design and analysis models into standard UML models. We develop our proposed techniques based on the Multi-agent Software Engineering (MaSE) methodology design and analysis models [4]. MaSE is one of the AOSE methodologies which provides a detailed approach to the analysis and design of MAS. We show that the output of our proposed conversion model in this paper can be used in other applications, such as our previously published monitoring [5] and testing [6] multi-agent systems techniques for deadlock detection (Section 6).

The remainder of this paper is structured as follows. The related work and background are described in Section 2. A typical metamodel for MAS is introduced in Section 3. Constructing MAS behavioral model based on the MaSE
analysis and design artifacts is discussed in Section 4. Constructing agent behavioral model based on the MaSE task diagram is described in Section 5. We discuss about conversion model application in monitoring and testing MAS in Section 6. Also, we provide a quick snapshot of the developed tool for conversion model in Section 7. Finally conclusions and future work are given in Section 8. Hypothetical and concrete examples are provided and used to explain the methodology in the subsequent sections.

2. Background and related work

In this paper we build our proposed methodology based on the MaSE methodology analysis and design artifacts as one of the AOSE methodologies. In this section, we first provide an overview of the MaSE methodology and its recent applications in research and industry (Section 2.1 and Section 2.2). Then we provide the results of an evaluation on MaSE methodology and its comparison with other AOSE methodologies in Section 2.3. Then we discuss other related works on MAS verification and monitoring and the methodology which they use in Section 2.4.

2.1. Agent Based Development Methodology: MaSE

MaSE uses several models and diagrams driven from the standard Unified Modeling Language (UML) to describe the architecture-independent structure of agents and their interactions [4]. The main focus in MaSE is to guide a MAS engineer from an initial set of requirements through the analysis, design and implementation of a working MAS. In MaSE a MAS is viewed as a high level abstraction of object oriented design of software where the agents are specialized objects that cooperate with each other via conversation and act proactively to accomplish individual and system-wide goals instead of calling methods and procedures. In other words, MaSE builds upon logical object oriented techniques and deploys them in specifications and design of MAS. There are two major phases in MaSE: analysis and design (Table 1).

Table 1- MaSE methodology phases and steps [4]

<table>
<thead>
<tr>
<th>MaSE Phases and Steps</th>
<th>Associated Models</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>1. Analysis Phase</strong></td>
<td></td>
</tr>
<tr>
<td>a. Capturing Goals</td>
<td>Goal Hierarchy</td>
</tr>
<tr>
<td>b. Applying Use Cases</td>
<td>Use Cases, Sequence Diagrams</td>
</tr>
<tr>
<td>c. Refining Roles</td>
<td>Concurrent task, Role Diagram</td>
</tr>
<tr>
<td><strong>2. Design Phase</strong></td>
<td></td>
</tr>
<tr>
<td>a. Creating Agent Classes</td>
<td>Agent Class Diagrams</td>
</tr>
<tr>
<td>b. Constructing Conversations</td>
<td>Conversation Diagrams</td>
</tr>
<tr>
<td>c. Assembling Agent Classes</td>
<td>Agent Architecture Diagrams</td>
</tr>
<tr>
<td>d. System Design</td>
<td>Deployment Diagrams</td>
</tr>
</tbody>
</table>

In Analysis phase [4], there are three steps which are capturing goals, applying use cases and refining goals (Table 1). The MaSE Analysis phase produces a set of roles and tasks which describes how a system satisfies its overall goals. Goals are driven from the detailed requirements and should be achieved by defined roles. A role describes an entity that acts inside the system and is responsible for achieving, or helping to achieve specific system goals. In general, the main approach of MaSE analysis phase is to define system goals from a set of requirements and then define the roles necessary to meet those goals.

In the Design phase [4], there are four steps which are Creating Agent Classes, Constructing Conversations, Assembling Agent Classes and System Design (Table 1). In the first step, Creating Agent Classes, the designer assigns roles to the specific agent types. During the second step, Constructing Conversation, the conversation between agent classes are defined while in the third step, Assembling Agent Classes, the internal architecture and reasoning processes of the agent classes are designed. Finally, in the last step, System Design, the designer defines the number and location of the agents in the deployed system.

2.2. MaSE Applications

MaSE has been successfully used in many agent-based research and industry applications. The Multi-Agent Distributed Goal Satisfaction project [7] is a collaborative effort between Air Force Institute of Technology (AFIT), the University of Connecticut, and Wright State University which uses MaSE to design the collaborative agent framework to integrate different constraint satisfaction and planning systems. MaSE has been also used successfully in agent-based heterogeneous database integration system [8] as well as a multi-agent approach to a biologically based computer virus immune system [9].

2.3. MaSE Comparison with other AOSE methodologies

There have been several methodologies for MAS analysis and design[2]. In [10], based on the set of criteria in terms of a hierarchy of dimensions and attributes that can be considered as empirical software metrics for evaluating AOSE methodologies, a set of 9 AOSE methodologies are evaluated. In [10], they were able to rank the evaluated methodologies according to the estimated mean effectiveness of the evaluation based on 6 dimensions which are Agency-related attributes, Modeling-related attributes, Communication-related attributes, Process-related attributes, Application-related attributes, and User perception attributes. Finally, MaSE is ranked 1st in overall ranking of evaluated AOSE methodologies.
In this section, we only compare MaSE against the two other methodologies, Gaia [11] and Tropos [12]. As in MaSE, Gaia [11] uses roles as building blocks and both capture much of the same type of the information in design phase although in different types of models. The Gaia generates a high level design and assumes the details will be developed using other techniques whereas MaSE provides models and guidance on building the detailed design [2]. Tropos [12], takes a totally different approach in comparison with MaSE. Tropos focuses on early requirements which is not addressed in MaSE at all [2]. Although, the Tropos early requirements approach could be used in MaSE as the goal model in the design phase [2] [12].

2.4. MAS Verification and Monitoring

Existing works on MAS verification are categorized into axiomatic and model checking approaches [2]. In [13], axiomatic verification is applied to the Beliefs, Desires and Intentions (BDI) model of MAS using a concurrent temporal logic programming language. However, it was noticed that this kind of verification cannot be applied when the BDI principles are implemented with non-logic based languages [2]. Also in design by contract [14] pre- and post-conditions and invariants for the methods or procedures of the code are defined and verified in runtime. Violating any of them raises an exception. But as it is also claimed in [2] the problem is that this technique does not check program correctness, it just informs that a contract has been violated at runtime.

Model checking approaches seem to be more acceptable by industry, because of less complexity and better traceability as compared to axiomatic. Automatic verification of multi-agent conversations [15] and model checking MAS with MABLE programming language [16] are a few examples of model checking approaches that both use SPIN model checker [17], a verification system for detection of faults in the design models of software systems. But none of the mentioned approaches uses UML as their modeling techniques.

3. MAS Metamodel

Figure 1 shows a typical metamodel for the MAS structure. In this figure, each MAS can be presented by MAS behavioral model in terms of UML sequence diagrams which shows the conversations of several agents and the message exchanging among them (Section 4). The way of constructing such kind of behavioral model from MaSE design and analysis diagrams is proposed in Section 4.

On the other hand, each MAS consists of several agents whose roles are the building blocks used to define agent’s classes and capture system goals during the design phase. Associated with each role are several tasks and each task can be presented by MaSE task diagram [4]. Each task diagram in MaSE can be converted to a UML state machine diagram which details how the goal is accomplished by a specific agent in a MAS and can be represented by a Control Flow Graph (CFG) [18]. More details on deriving CFG from MaSE task diagrams are provided in Section 5. A CFG is a static representation of a program that represents all alternatives of control flow. For example, a cycle in a CFG implies iteration. In a CFG, control flow paths (CFPs), show the different paths a program may follow during its execution.

4. Constructing MAS behavioral model

The agents of a MAS communicate by exchanging messages. The sequence of messages is useful for understating the situation during faults detection conversations. A common type of interaction diagrams in UML is a sequence diagram in which each agent or role is represented by a lifeline in sequence diagram.

We use a method for transforming the conversations of agents from MaSE to UML sequence diagrams. These sequence diagrams are used in MAS monitoring method for deadlock detection in MAS under test [5]. The MAS sequence diagrams is not provided by MaSE per se and must be constructed using information provided by the MaSE artifacts such as role diagram and agent class diagrams [2].

The role sequence diagram in “Applying Use Cases” step in analysis phase of MaSE shows the conversations between roles assigned to each agent [4]. The agent class diagram is created in the “Constructing Agent Classes” step of MaSE. It represents the complete agent system organization consisting of agent classes and the high-level relationships among them. An agent class is a template for a type of agent with the system roles it plays. Multiple assignments of roles to an agent demonstrate the ability of agent to play assigned roles concurrently or sequentially. The agent class diagram in MaSE is similar to agent class diagram in object oriented design but the difference is that the agent classes are defined by roles, not by attributes and operations. Furthermore, relationships are conversations between agents [4]. Figure 2 and 3 show the hypothetical diagrams...
examples of MaSE role sequence and agent class diagram and the constructed behavioral model from them.

The approach for constructing sequence diagrams based on the two above mentioned MaSE diagrams is defined as follows. Each role sequence diagram is searched for the roles which are listed in the same agent class in the agent class diagram. Then, all of the roles in each role sequence diagram are categorized based on the agent which they belong to. Therefore, each category corresponds to an agent class in agent class diagram and the messages which it exchanges with other categories are recognizable. On the other hand, a new agent sequence diagram can be generated from agent class diagram which the lifelines are agents’ types. The recognized messages between each two categories are entered into agent sequence diagram as a new conversation.

For example, in Figure 2, the role sequence diagram 1 is categorized into three different categories, the first one consists of Role 1 and Role 2 and the second one consists of Role 3 and Role 4 and the last one consists of Role 5. The first one corresponds to agent class 1, the second one corresponds into agent class 2, and the third one corresponds to agent class 3. The constructed agent sequence diagrams from role sequence diagram 1, 2 and 3 and agent class diagram in Figure 2 are shown in Figure 3.

Figure 4 and 5 represent a concrete example of constructing a MAS behavioral model from “role sequence diagram” and “agent class diagram” of “detection and notification of host’s violations and logins”. In Figure 4, the “Agent Class diagram” with 5 agent classes and their roles and two “Role sequence diagrams” are provided. The constructed behavioral model from mentioned MaSE’s diagrams is shown in Figure 5.

5. Constructing agent behavioral model

UML provides ways to model the behavior of an object oriented system using different types of diagrams such as state machine diagram. UML’s state machine diagram is based on finite state machines (FSM) augmented with the
concepts such as hierarchical and concurrent structure on states and the communications mechanism through events transitions. UML’s state machine diagram is commonly used to describe the behavior of an object by specifying its response to the events triggered by the object itself or its external environment. State machine diagram has long been used as a basis for generating test data [19-21].

In MaSE [4], roles are the building blocks used to define agent’s classes and capture system goals during the design phase. Every goal is associated with a role and every role is played by an agent class. Role definitions are captured in a role model diagram which includes information on communications between roles, the goals associated with each role, the set of tasks associated with each role, and interactions between role tasks. In MaSE, a task is a structured set of communications and activities, represented by a state machine diagram which consist of states and transitions[4]. States include the processing that goes on internal to the agent and transitions allow communication between agents or between tasks [4].

In this section, we first provide a comparison between MaSE task diagram and UML 2.0 state machine diagram and the differences in their transition protocol in Section 5.1. Then we discuss the procedure of deriving the activity diagram and its associated CFG from MaSE task diagram in Section 5.2.

5.1. MaSE task diagram vs. UML 2.0 state machine diagram

A transition in MaSE task diagram which as it is mentioned is state machine diagram uses the syntax of trigger [guard] / transmission, interpreted as if an event trigger is received and the condition guard holds, then the message transmission is sent [4]. In this transition notation all items are optional. However the UML 2.0 specification(Section 15.3 of [3]) proposed the syntax of [precondition] event / [post condition] for transition protocol in state machine diagram. The transition protocol specifies that when the associated (referred) operation is called because of an event in the origin state under the initial condition (pre condition or guard), then the destination state must be reached under the final condition (post condition) [3]. According to the above mentioned interpretation of the transition protocol in both MaSE task diagram and UML 2.0 state machine the trigger in MaSE task diagram can be considered as event in UML 2.0 state machine. Also, the [Guard] in MaSE task diagram can be considered as the [precondition] in UML 2.0 state machine diagram. Also, since the UML specification does not prescribe a syntax format for [post condition] (Section 15.3 of [3]), the transmission can be interpreted as the [post condition] in which the destination state must be reached under that. According to the mentioned mapping for protocol transition, MaSE task diagram can be converted to the UML 2.0 state machine diagram. Using the state machine diagram, the CFG and its associated CFPs can be identified [19, 20].

5.2. Deriving CFG from MaSE Task Diagram

As it is mentioned in Section 3, Control Flow Graph (CFG) [18] represents all alternatives of control flow in a program. The concept of CFG has been extensively deployed in the software engineering and particularly in the software testing community (e.g. [22, 23]).

UML has adopted a Petri-net like semantics for control and object flow modeling referred to as Activity Diagrams. Activity diagrams have been in UML since its early 1.x versions and they are used to describe both sequential and concurrent control flow and data flow [18]. As it is claimed by UML 2.0 (Section 12.1 of [3]), the UML activity diagrams are commonly called control flow and object flow models.

Figure 6 shows a task diagram for the Assign to Reviewers task. In MaSE Tasks diagram, states may contain activities that represent internal reasoning, reading a percept from sensors, or performing actions via actuators [4]. Multiple activities can be in a single state and are performed in an uninterruptable sequence [4]. Once in a state, the task remains there until the activity sequence is completed [4].

Figure 6- (a) MaSE task diagram for Assign to Reviewers, (b) the corresponding activity diagram and (c) the associated CFG

So, the activities within tasks diagrams, their sequences, and their execution conditions can be driven from the states and the corresponding activity diagram for a MaSE task diagram can be created. Since the activity modeling is commonly called the control flow and object flow models [3] the corresponding CFG is also created by constructing the activity diagram. Also, since the protocol transition in MaSE task diagram uses the syntax of trigger [guard] / transmission and the trigger and transmission are limited to send and receive messages [4], trigger should be considered as the last activity of the source state and transmission should be considered as the first activity of destination state.
In this way, the trigger message is considered as the activity that after completing its execution the control flow will be transferred to the first activity of destination state (transmission). Figure 6 shows (a) the Assign to Reviewers task for the Assigner role and (b) its corresponding activity diagram and (c) the associated Control Flow Graph (CFG).

The task is initiated upon receipt of a make Assigns message from a Practitioner agent, which includes a list of papers to be assigned. After the message is received, the task goes to the Make Assignments state where it computes a list of reviewers for the papers. Once this list is defined, the task transitions to the “RequestReviews” state where the top reviewer/papers tuple is taken off the list. A “ReviewPapers” message is then sent to the reviewer effectively requesting that the agent provide a review for the associated papers, which is denoted by the “paps” parameter. The task remains in the Wait state until a reply from the reviewer is received. If the reviewer declines (via a decline message), the task returns to the “MakeAssignment” state where it computes a new list of reviewers for the remaining papers. If the reviewer accepts the request via an accept message, the task transitions to the “UpdatePaperList” state where the list of papers is updated by adding the name of the reviewer to the papers that they will be reviewing. If the list is not empty, the task returns to the “RequestReviews” state to make a request of the next reviewer on the list. If the size of the reviewers list is empty, the task ends by sending an “AssignmentComplete” message to the Practitioner agent.

In Figure 6 case, the Wait state is omitted in the corresponding activity diagram since it only can be considered as a state in state machine diagram and there is no activity assigned to it in MaSE task diagram.

6. Conversion model application in monitoring and testing MAS for deadlock detection

Figure 7 shows the role and application of the proposed conversion model in our monitoring [5] and testing [6] MAS for deadlock detection methodology. The grey boxes demonstrate the activities which are involved in conversion task.

The artifacts used are the models prepared during the analysis and design stages of a MAS using the MaSE methodology [4]. As it can be seen in Figure 7, using the procedure explained in [6], resource requirement table is constructed based on Control CFPs extracted from the MaSE task diagrams. The resource requirement table is used for searching for potential deadlocks [6]. Test requirements for testing MAS are prepared based on the potential deadlocks. The test requirements are used to generate the test cases. For deadlock detection on MAS under test we deploy our MAS monitoring methodology in [5]. Using the procedure explained in Section 4, a MAS behavioral model, consists of UML sequence diagrams, is constructed using MaSE analysis and design artifacts. Two deadlock detection techniques, introduced in [5], are instrumented into the MAS under test’s source code. Test driver executes the test cases on MAS under test and runtime deadlocks are detected using the MAS behavioral model [5] [6].

7. The developed tool for conversion model

Figure 8 demonstrates a snapshot of the developed tool for conversion model. Window 1, the Console, displays events that occur during tool operation such as diagram creation notifications, Error Messages, and Exceptions. Window 2, the MaSE Artifact Tree, shows all of the MaSE artifacts that are in the current conversion project (Inputs). This view can be modified by the “Add MaSE Diagrams” and the “Remove MaSE Diagram” at the bottom of the tool window. Window 3, the MaSE Artifact Viewer, shows the XML (XML is chosen as the input and output format for this tool) version of each selected MaSE artifacts in MaSE artifact tree.

Window 4, the UML Artifact Tree, shows the UML diagram artifacts generated as the output of conversion
model and finally window 5, The UML Artifact Viewer, demonstrates the XML version of the selected UML artifact in UML Artifact Tree.

8. Conclusion and future work

In this paper, we proposed a conversion model for adopting the MAS design and analysis models into standard UML models. This conversion tool helps MAS engineers use UML-based monitoring and testing tools to test and monitor MAS design and analysis artifacts created by Multi-agent Software Engineering (MaSE) as one of the most powerful and famous AOSE methodologies. We provided the results of an evaluation on MaSE methodology in Section 2.3 which shows that MaSE is ranked 1st among 8 other AOSE methodologies. We proposed a typical metamodel for MAS in section 3. In this metamodel we suggested a behavioral model for entire MAS and a behavioral model for the agents inside the MAS. An approach for constructing MAS behavioral model from MaSE role sequence diagrams and agent class diagram is presented in Section 4. Also, using the procedure explained in Section 5.2, we proposed agent behavioral model by extracting the Control Flow graph (CFG) and its associated Control Flow Paths (CFP) from the MaSE task diagrams in analysis phase of MaSE. In Section 6, we discussed the application of our constructed behavioral model of MAS and the behavioral model of agent in our previous monitoring [5] and testing [6] multi-agent systems for deadlock detection techniques. As the future work, we plan to apply our conversion model to a few more MAS case studies to evaluate its effectiveness and efficiency in monitoring and testing MAS techniques.
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