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ABSTRACT
Hypermedia Multi-Agent System (MAS) Simulation is a novel approach
to building agent-based simulations in which the environment is mod-
elled as a set of linked hypermedia resources that are implemented using
microservices. This paper discusses the implementation of an prototypi-
cal simulation system based on this concept and the lessons learnt in the
process.
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1. Introduction

Agent-Based Modelling (ABM) is an approach to studying the behaviour of complex systems that
can be modelled as a population of individuals [1]. These agents are designed to simulate low level
behaviours and interact through a shared environment. The overall behaviour of the system is an
emergent property of the interactions between the individuals within this environment.

A comprehensive review of the state of the art in Agent Based Modelling tools is presented in [2].
The review highlights that there are really two main approaches to implementing agent-based simu-
lation: desktop simulations, such as NetLogo [3], REPAST [4] andMason [5]; or distributed simulations,
such as RISE [6], REPAST-HPC [7] and Distributed Mason [8]. The distributed simulation community [9]
focuses on the development of techniques that can be deployed on high-performance computing
clusters. Taylor [10] reviews DS through the lens of Operational Research, highlighting the prevalence
of bespoke implementations tailored to specific scenarios, the lack of model reuse and the need for
well-designed frameworks. In fact, it is not possible to directly transfer a model from the desktop
version to the distributed version of the same tool.

More recently, ABM is being applied to problem domains that are increasingly complex, to the
point that it is becoming impossible to capture all the desired properties in a single model [11].
One approach, that is increasingly used in Operational Research [12] and Socio-Environmental Sys-
tems [13], is Hybrid Simulation [14]. This approach aims to combine multiple interconnected sub-
simulations, potentially implemented using a diverse set of modelling techniques [15]. However,
current tools and frameworks are considered inadequate [1] due partially to their lack of support for
interoperability [14].

This paper argues that (hybrid-)simulations should not be built on monolithic architectures and
homogeneous technology stacks, but should instead be implemented as loosely-coupled collec-
tions of reusable components, written using diverse programming languages and frameworks, that
are designed to be deployed at scale. In essence, it argues that HS should be implemented using
a microservices architecture [16]. This approach is explored from the perspective of Agent Based
Modelling, we believe it can be extended to cover the integration of ABM with other forms of
simulation.
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HypermediaMulti-Agent System (MAS) Simulation [17] builds upon ABM simulations bymodelling
the environment as a set of linked hypermedia resources. In this novel approach, the resources within
the system function as micro-environments that are connected to other related micro-environments
by a set of hyperlinks. The overall design of the system is based on the microservices architec-
ture [16,18] and the interactions between the micro-environments are implemented using REpresen-
tational State Transfer (REST) [19]. This approach can be expanded to include the use of ontologies to
provide semanticmeaning to the resources and hyperlinkswithin the system and affordances to allow
agents to reason about the actions that can be performed on the resources [20].

Traffic Simulation Systems (TSS) is a mature area of research with the aim of improving the plan-
ning, design, and operation of transportation systems [21]. Simulations can vary in both scope and
scale. In some situations, the passage of vehicles through the systemcanbe represented asmathemat-
ical formulae, similar to throughput in networks, while in others, the position, actions and intentions
of individual vehicles are represented at each instant. The trade-off between the level of detail and
the computational cost of the simulation is a key consideration in the design of a TSS. Several mod-
elling applications havemadeuseof ABM to simulate thebehaviour of individual users of the transport
network being simulated [22,23].

This paper expands upon the original proof of concept of the Hypermedia MAS Simulation, which
took the form of a TSS, and is described in [24]. The features of the system described in this paper are
not novel and are typically included within a much larger feature set that is available in commercial
or open source TSS. The novelty of this work is in the way we construct the simulation through the
combination ofmicroservices, hypermedia systems, linked data,multi-agent systems, and affordances
in order to create a decentralised simulation that can scale while still delivering support for reusability
and extensibility.

The Hypermedia MAS Simulation approach is based on the principle that a simulation can be
constructed from a set of loosely coupled sub-simulations. Each sub-simulation is implemented as a
microservice that can be reused in other simulations. These individual sub-simulations work together
to achieve the global aims of the overall simulation. The use of microservices allows for the sim-
ulation to be constructed from a diverse set of modelling techniques and languages, rather than
being restricted to a single language or framework. Components can be developed independently
and integrated into the simulation at a later date as long as they can be accessed through a RESTful
interface.

The agent part of the simulation also resides in one (or more) microservices. Conceptually, agents
are integrated using the Multi-Agent MicroServices (MAMS) architectural style [25]. There are 2 dif-
ferent implementations of agents in our prototype: one is a pure Java implementation written
using Spring Boot1, and the second is based on a prototype MAMS framework that is based on the
ASTRA agent programming language [26,27] and CArtAgO [28]. Details of this framework are pre-
sented in [29]. The former approach uses no agent technologies, while the latter uses a dedicated
agent programming language that comes with a built in agent run-time. Further details of these
implementations are presented in Section 3.3.

Linked Data and its use within the Web of Things (WoT) [30] forms the basis for the approach
to interoperability between sub-simulations. WoT developed the Thing Description standard [31]
which is a machine readable document that describes the capabilities of the devices that have been
deployed. This allows clients to reason about how (or whether) to use them. Analogous descriptions,
called Simulation Descriptions, could be developed for sub-simulations in order to enable the inter-
operability and reuse of the sub-simulations. These would describe the inputs and outputs of the
sub-simulation as well as the nature of the simulation environment. This description could then be
utilised by the system to automatically handle data transformationswhen required as semanticmean-
ingwill be available for the inputs andoutputs. The provided semanticmeaning could be leveragedby
agents to reason about the actions that can be performed on the entities within the simulation envi-
ronment. The use of aHypermediaMAS [32] approachwould allow agents to navigate the hypermedia
space and reason about the information that they perceived.
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The embodiment of agents within the environments of the available sub-simulations is a key
feature of the this hybrid simulation approach. These agents are expected to control the actions
of the entities being represented in the simulation. The need for agents to be capable of inter-
acting with a diverse set of environments presents a significant challenge. In addition to this,
the agents may require implementations of greater complexity as a result of the requirement
to interact with multiple sub-simulations as they will need to navigate and transition between
them.

The ‘Keep It Descriptive, Stupid’ principle described in [33] argues for the simulation of richer, more
realistic models. This principle aligns with the increased complexity of agents that is expected in this
approach. AdamandGaudou [33] argue that the social simulation community needs to adopt BDI style
models, tools and programming languages.

Affordances can be used to facilitate agent interactions in diverse simulation environments. Affor-
dances are information perceived from the environment, this information details the possible actions
that can be performed. Agents capable of understanding and reasoning about affordances can be
designedwith a higher level of abstraction. This removes the limitation of hard coded actions or plans
for specific circumstances and enables agents to reason about the actions that can be performed in
a given situation. Proper documentation of these affordances as hypermedia documents published
within the simulation system would allow agents to discover the entities that they are capable of
controlling or interacting with regardless of their location.

2. Related work

This paper describes work that combines traffic simulation as well as multi-agent systems research. As
such, the related work is presented from both perspectives. First research in the area of traffic simu-
lation is discussed at a high level. This is then followed by a discussion of related work in the area of
multi-agent systems.

2.1. Traffic simulation

Traffic simulation systems are an important tool to aid in the planning, design and management of
road infrastructure. Decades of increasing urbanisation and levels of car ownership have strained the
transportation networks withinmany cities [34]. These systems help to explore the complexities of the
networks being simulated and the impact of different variables on the network. As such research into
traffic simulation systems has been ongoing for many years.

Systems that simulate traffic networks are available in large numbers [35]. This includes commer-
cial systems as well as open source solutions. They can often be fundamentally different in terms of
efficiency or features, but generally can be categorised based a number of key characteristics, traffic
flow behaviour, traffic flow models, and representation.

2.1.1. Traffic flow behaviour
is the way in which vehicles are modelled in the simulation. This is considered both from the perspec-
tive of variance of behaviour within the population as well as with respect to the types of vehicles that
are modelled. The behaviour of vehicles within most systems is modelled in a homogeneous man-
ner [35]. That is that there are typically a limited number of vehicle types and that the behaviour of
each vehicle is predictable. This is in contrast to heterogeneous behaviour where vehicles are mod-
elled with a greater variance in behaviour and types [36]. For behaviour, vehicles may have a greater
tendency to reroute based on traffic of to accelerate or decelerate more quickly, for types, the simu-
lator may consider pedestrians, cyclists as well as different classes of vehicles. This approach is made
available by only a small number of systems such as Sumo [37].
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2.1.2. Traffic flowmodels
can typically be described as Macroscopic, Microscopic, or Mesoscopic. Macroscopic models are the
simplest and most computationally efficient. They model the overall flow of vehicles on the network,
rather than the behaviour of individual vehicles [38]. This is typically implemented using a statistical
approach. Microscopic models are the most computationally expensive and are based on the simula-
tion of individual vehicles (agents) and include representing the position and velocity of all vehicles on
the road network [37,39]. This allows for a greater level of customisation of the behaviour of individual
vehicles and the ability tomodel heterogeneous behaviour. This approach is becomingmore relevant
as the need to include the simulation of autonomous vehicles becomes more important [40].

Mesoscopicmodels attempt to benefit from themore individual representation of vehicles in some
places while also benefiting from the higher level calculations in others [37,41]. This can be achieved
using strategies such as grouping vehicles such that they move together on a road, or by simplifying
the dynamics of individual vehicles.

The amount of detail required by a simulation system will have a large influence on the choice of
traffic flowmodel. If a high level of detail is required, then the use of a macroscopic model may not be
sufficient. In the case where a high level of detail is not required, then the use of a microscopic model
may be wasteful of both resources and of time.

The manner of Representation for concepts such as position and velocity can also vary in these sys-
tems. One approach is to model the transport network as a collection of cells that the vehicles can
inhabit andmove between [42,43]. This limits the amount of detail that needs to bemodelled, but can
simplify the process of calculating the movement of vehicles. This is called a Discretemodel.

Alternatively, the network can be modelled as a continuous space where vehicles can move
freely [37]. This allows for a greater level of detail to be modelled, but requires a greater level of com-
putational power to calculate the movement of vehicles. This is called a Continuous model. Discrete
models are often used in the casewhere the network is relatively simple and the level of detail required
is low.

2.2. Multi-agent systems

Work on the use of the Belief-Desire-Intention (BDI) architecture [44] in social simulation [45,46] high-
lights the potential quality improvements that cognitive architectures bring to simulation. Early work
in the area was argued to be limited in the level of agency displayed by the software entities in sim-
ulations [47]. The argument put forward by Edmonds and Moss that the ‘Keep It Descriptive, Stupid’
(KIDS) principle is more suitable than the ‘Keep It Simple, Stupid’ (KISS) principle for the definition of
agents within simulation systems reflected similar sentiments [48].

Adam and Gaudou argue that the increased computing resources currently available, along with
further technological development, means that the use of richer cognitive agent architectures will
facilitate the creation of more nuanced models. Over time, the need to simplify models in an effort to
maximise the performance of the simulation will become less and less important [33].

Ciortea et al. proposed the concept of Hypermedia Aware Agents [32]. The concept is underpinned
by the Hypermedia MAS; an approach to building dynamic, open and long-lived MAS [49,50] that are
designed to inter-operate seamlessly with the World Wide Web.

The concept was expanded to outline a vision in which the hypermeda fabric of the web is used
as an environment into which the agents are integrated [51]. This shared hypermedia environment
would be based on the open standards of the Web. Agents, in such an environment, could use hyper-
links and hypermedia controls to discover and interact with entities and other agents regardless of
their location. The entities with which the agents interact could be physical services or devices. The
hypermedia controls could be published through hypermedia documents that are adapted based on
the state of the underlying entities.

A clear understanding of the relationship between Agents and Microservices Architecture is criti-
cal to the approach advocated in this paper. Recent experience in industry has shown that the use
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of microservices can be a powerful approach to building distributed systems that scale. The ability
to build and deploy microservices independently make it easier to scale parts of the application as
needed. The combination ofmicroserviceswith agentswas first explored in bespoke applications built
for the IoT domain [52,53]. An approach to this combination of ideas was presented as an architectural
style called Multi-Agent MicroServices (MAMS) [25]. The ASTRA agent programming language [26,27]
was used to implement and deploy a prototype of theMAMS approach [29]. More recently, theMAMS
approach has been used in the development of a semantic web service composition system [54] as
well as a group planning system [55].

2.2.1. Affordances
within agent systems are a means of representing the potential actions that an agent can perform
in a given environment and context. The concept originates in ecological psychology as a means of
representing the relationship between objects in an environment and the potential actions that an
agent (human or otherwise) may perform with those objects [56]. Affordances enable the possibil-
ity for agents to be implemented at a higher level of abstraction that would otherwise be possible.
Agents can potentially have more general plans that can be applied in a variety of situations instead
of requiring that actions be hard coded into the plans.

Agent-oriented programming has been undergoing a transition to the point where the environ-
ment is now viewed as an explicit part of a multi-agent system [57]. The effect of this change can be
seen in the development of systems such as the Environment Interaction System (EIS) [58] and the
CArtAgOmulti-agent system [28]. These systems provide an abstraction of the environment such that
it can be used across agent platforms.

Simulation systems have already been developed that integrate environment abstraction. The
JaCaMo-sim platform [59] makes use of environments developed in CArtAgO and as such allows the
use of agents within simulations. TheWeb of Things (WoT) environment [32] is an example of an envi-
ronment that hasbeendeveloped touse affordanceswithin aCArtAgOworkspace.While bothof these
systems are based on the use of CArtAgO, the combination of both affordances and simulation has not
yet been reported.

Implementation of affordanceswithin existing agent based simulation systems has typically varied.
Affordances and effects were paired together in the modelling of human behaviour within an emer-
gency evacuation scenario [60–62]. Affordances used in combination with a scalar value representing
fitness have been used in path planning simulations [63]. Others have proposed a representation in
which an agent identifies its own affordances and may determine the possible actions within a traf-
fic simulation environment [64]. More recent work has proposed the adoption of a formal affordance
schema for use within agent-based modelling systems [65,66].

3. A prototype traffic simulator

The vision originally described in [17] considered simulations to be a composition of two types of inter-
acting microservice. The first type of microservice, environment microservices, host pieces of the envi-
ronment to be simulated. The second type of microservice, agent-oriented microservices, implement
the intelligent behaviour of the individuals driving the actions of the entities in the simulation.

The implementation of environment microservices can be completed using any technology that
can be exposed as a RESTful service. In this regard, we consider the environment microservices to be
heterogeneous or at least capable of being implemented using heterogeneous technologies. In this
example, all the environment microservices are implemented in Java not because it is a requirement,
but simply out of convenience. It is expected that such systemsmature, components would be added
(or existing ones replaced) with implementations in whichever technology is most appropriate.

The agent-oriented microservices were developed and tested using two alternate implementa-
tions. The first implementation is built using the ASTRA [26] platform to define the agents and their
behaviour. The second implementation made use of Java to similarly define the agents and their
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behaviour within the simulation. Testing using both implementations was completed to ensure that
the simulation system was capable of supporting heterogeneous implementations of the agent-
oriented microservices.

3.1. Overview of implementation

Figure 1 outlines the architecture and some interactions of the prototype simulation2. The primary
environment microservices are highlighted in green. The Traffic Simulatormanages the movement of
vehicles on the road and through junctions. The Home Simulator andWork Simulator operate as sinks
and sources of agents, these are destinations that the agentswill navigate to and from. Currently, these
simulators are very simple, but their inclusion allows for the simulation of agents that can transition
between multiple connected micro-environments.

Secondary environment services are shown in blue. The Clock Service provides a global discrete
time to the environment microservices. This is shown in the figure as a PUT (/step) request that is
sent to each of the environment microservices informing them of the current time. The Traffic Lights
service implements the scheduling of the traffic lights at different junctions in the traffic simulator. The
addition of nodes to the traffic light service is done by the traffic simulator at the point of initialisation.
These nodes then report their status to the traffic simulator at the beginning of each time step.

The remaining microservices are shown in blue. TheManagement Service is used to configure and
manage the execution of the simulation. The Driver Service is used to decide the actions of the entities
within the simulation. Although the name may suggest that the agents are configured only for the
traffic simulator, their implementation within this service also governs their actions within the home
and work simulators.

3.2. Simulation of traffic

The prototype simulator is initiated in a state where all agents are located within the home simula-
tor. At the appropriate discrete time, the agents will initiate their journey to the work simulator by

Figure 1. Overview of Simulation Architecture.
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transitioning into the traffic simulator. The agent then navigates through the traffic simulator to the
appropriate point and transitions into the work simulator. Figure 1 illustrates a sample of the interac-
tions that take place between the microservices. The interactions are in the form of JSON documents
which are delivered as thepayloadofHTTPmessages. The interactions are designedbasedon theREST
architectural style.

Entities within the system all have identifiers that are locally unique for their type, but that are not
globally uniquewithin the simulator. For example, an agent, street and junctionmay all share the same
identifier, but no two agents will be allocated the same identifier. The separation of environment into
multiple services as well as the use of specific URIs for each interaction removes any need for global
identifiers.

When joining a simulation environment, agents pass a URI to themicro-environment service which
enables information to be passed back to the agent. Thesewebhooks are associatedwith each individ-
ual agent and are used to allow the simulation environment to send updates. These updates concern
the current state of the body of the agent in the simulation as well as the relevant perceptions of that
body. The state update is sent to the agent as a PUT request at the beginning of each time step.Within
this updated state is a list of actions that the agent can perform. This basic implementation of the
concept of affordances demonstrates that the approach is viable.

Figure 2 shows an example interaction between an agent and the traffic simulator. The agent
receives information about the state of the simulated environment as well as percepts and affor-
dances. The affordances received by the agent represent the possible actions the agent can perform.
In response, the agent informs the simulator of the action to be performed by the entity it represents.
This is completed by sending a PUT request to the traffic simulator with the action to be performed as
well as any required parameters specified within the payload.

The list of all possible affordances are:

• Accelerate: increase the current speed of the vehicle;
• Decelerate: decrease the current speed of the vehicle;
• Enter: enter an intersection with the intention to exit on a specified street;
• Leave: leave an intersection via the street specified;
• Move: continue travelling along the street at the same speed;
• Plan: generate a new route to a given destination; and
• Wait: do nothing.

The affordances received by the agent are based on the current state of the simulation. For exam-
ple, the Enter affordance is only received when the vehicle is at the entrance of an intersection, the
Leave affordance can only be received when the vehicle has already entered an intersection. Some
more general affordances such as Wait and Plan are always available to the agent. The response in

Figure 2. Example interaction between agent and traffic simulator.
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Figure 2 details the agents command to enter the vehicle it controls into a junction while specifying
that the intended exit point of the junction is street 434.

The traffic simulator uses the cellular automata approach to representation and execution. In this
approach the road is discretised into cells of set size, where each cell will be empty or contain a vehicle
at anygivenpoint in time. Junctions connecting twoormore roads are implementedasqueuesof vehi-
cles. This approach to the simulation of traffic is designed to reduce the complexity and computational
requirements of the simulation while involving the more human-oriented aspects of driving [67].

The traffic simulator is responsible for the movement of vehicles through the junctions and along
the roads. In order to ensure that the individual sub-simulations remain synchronised, the simulations
operate on a discrete time model controlled by the clock service. The home and work services are
minimal, these are added to allow the opportunity to allow agents to transition across multiple envi-
ronments within the simulation. Within these simulations, the only context the agent receives is the
current time, and the only affordance they are provided is for the Plan action. The agents in these sim-
ulations wait for the correct time, then transition from the home simulator to the traffic simulator by
making use of the plan action to set the desired destination. The process is then later reversed when
the correct time comes for the agent to leave the work simulator.

The home and work simulators are linked to individual junctions in the traffic simulator. When an
agent transitions from the home simulator to the traffic simulator, they are placed at the relevant junc-
tion. When the agent within the traffic simulator arrives at the correct junction, they are automatically
transitioned to the desired simulator.

3.3. Implementing agent drivers

One of the advantages that our approach brings is that it decouples the implementation of the envi-
ronment from the implementation of the agents. This means that we can write our agent code in
any language that is able to implement the protocol outlined in Figure 2. To illustrate this, the pro-
totype system presented in this article includes two examples of how to integrate an agent driver. The
first approach is an object-oriented implementation written in Java and the second approach is an
Agent-Oriented Programming (AOP) solution that has been built using theMulti-Agent MicroServices
(MAMS) architectural style. The twoapproaches are illustrated in the sections below. This article argues
that the latter approach offers a better level of abstraction for defining agent behaviours. This is espe-
cially so when linked-data representations that can be transformed directly to knowledge are used.
That said, this section demonstrates the flexibility of the approach as the designer is free to choose any
implementation strategy they feel is appropriate and the cost of integrating that strategy is minimal.

3.3.1. Java drivers
The procedural approach has been implemented using thewell-known Java Spring-Boot framework3.
The prototype application is quite simple. It defines a single endpoint/{id}/notifications that
receives the state update from the environment aswas shown earlier in Figure 2. It is expected that the
consequence of a PUT request being submitted to this endpoint is that the environment description
will be passed to an agent implementation that will identify the next action to be performed. Again,
as is shown in Figure 2, this action is submitted to the simulator via a second PUT request.

Figure 3 illustrates this through a simplified implementation of the Java method associated with
the notification endpoint. Most of the decision making logic is hidden in the generateAction()
method which takes the state of the environment as an input and returns the selected action.

3.3.2. MAMS drivers
The second approach to implementing drivers uses an AOP language. Specifically, the agents are pro-
grammed using the ASTRA programming language, an AOP language that is based on the abstract
AgentSpeak(L) language [44]. ASTRA is an event driven language where behaviour is encoded using
event-context-plan triples, knownasplan rules. Exampleplan rules canbe seen in Figure 4. They are the
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Figure 3. Spring Boot Agent Implementation.

statements that are prefixed by the keyword rule. Events can model environmental change (known
as belief events) or decision points (known as goal events). The latter type of event is used in the
example code. Goals have a long history in Multi-Agent Systems and AI but here can be viewed as
representing decision points. The idea behind ASTRA (and AgentSpeak(L)) is that an agent behaviour
is triggered by an environmental event indicating that something undesirable has occurred in the
environment. This event is matched to a plan to that is selected contextually based on the current
state (beliefs) of the agent. Because the environment is dynamic the plan parts are written as partial
plans and goals identify decision points where the agentmust choose how to proceed. Choosing how
to proceed involvesmatching (again contextually) the goal event generated by the adoption of a goal
in the current plan to a plan rule and then adopting the plan part as a sub-plan of the overall plan.

You can see an example of this pattern of behaviour in the example program shown in Figure 4. The
pattern starts with the handling of the !updatedObject(...) goal in the second rule. The plan
part of theplan ruledefines two sub-goals!decide(...) and!act(...)whichmustbe achieved
in sequence. The last two rules highlight two possible sub-plans for achieving the !decide(...)
goal. The agent will choose only one of these options based on what its current state is. The selection
conditions are expressed by the context part which appears after the colon (:) and before the opening
brace () of the plan. This is the equivalent of the generateAction() method defined in the Java
Drivers example. The secondgoal is used to send the chosen action to the server. This takes the formof
a low level !put(...) goal which is implemented as part of the Multi-Agent MicroServices (MAMS)
framework.

MAMS is visible in two parts of the example code. The latter place is in the rule associated with
the !act(...) goal where a !put(...) goal is adopted to submit the action to the server. The
representation actually sent to the simulation has been simplified for readability. The former place
where MAMS is visible is in the rule that handles the !main(...) goal. The actions specified in this
rule connect the agent to the MAMS infrastructure and create a resource that is exposed on the web
under the /{agent-name}/notification URL. The simulation service sends the environment
state to the agent in the sameway; by updating this resource using aPUT request. Upon theprocessing
of a new PUT request, the underlying MAMS infrastructure generates the updatedObject(...)
goal to trigger a response from the agent.

Finally, the example includes two logical inference rules (denoted by the inference keyword).
These rules are used to provide abstract (derived) representations of the environment state to improve
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Figure 4. ASTRA-MAMS Implementation.

the readability of the plan rule contexts. the contexts environment state into beliefs that are matched
against the context of the !decision(...) rules. The environment state itself is encapsulated as a
Java object that is an instance of the EnvironmentState class.

3.4. Walkthrough

Executing the simulation is a process that requires the performance of a set of steps in sequence. If
services are started in the wrong order or if the configuration is incorrect, the simulation will not func-
tion correctly. In order to execute the prototype, the microservices must be started in the following
order:ClockService,Micro-EnvironmentService, Traffic Simulator,HomeSimulator,WorkSimulator,Driver
Service andManagement Service. The management service once started will initiate the simulation.

Figure 5 shows a screenshot taken during the operation of the simulator. The simulation was
designed as a small scale test of the underlying system. The network being simulated was made up of
31 streets which intersected at 14 points. Dispersed throughout the network were a number of homes
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Figure 5. Screenshot of the simulation in progress.

and workplaces that agents would navigate between. Once initialised, agents exist within the home
simulation andwait for the correct time to transition into the traffic simulation. Once in the traffic sim-
ulation, agents navigate to the relevant junction and transition into the work simulation. The process
is reversed when the correct time comes for the agent to leave the work simulator.

The duration that the simulation executes for is specified by the management service. During exe-
cution, rudimentary statistics are gathered relating to the travel times of the vehicles. The statistics are
not as detailed as those that would be gathered by a traditional traffic simulation system. However,
there is no reason that the system could not be extended to gather other statistics that are required
for the specific application.

4. Lessons learnt

The development of this prototype was a part of the overall process of developing and evaluating
this vision for agent-based modelling. As a consequence of the development and evaluation of the
prototype and the natural extension of the ideas and concepts underlying the vision, a number of
lessons were learnt. In this section, we describe the most evident lessons learnt.

4.1. The importance of URLs as identifiers

Traditionally, some form of integer is used as a unique identifier to refer to different nodes or edges in
a graph. Such identifiers work well in closed systems where all the components are known in advance
because it is possible to encode how to use those identifiers across all components. In the case of our
prototype, the use of identifiers refers to the constructionofURLs needed to interactwith specific envi-
ronment resources defined in the simulation model. For example, when the agent uses a PUT request
to submit the next action to be performed or when an agent is transferred from a home environment
to a junction in the traffic simulator environment. Here, the knowledge of how to construct URLs that
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refer to the specific streets or junctions must be replicated across the home, work, management and
agent microservices. While the knowledge is relatively trivial – the base URL that is common to all
streets or junctions – the key issue is the replication of the code as this increases the coupling of the
system components. The introduction or removal of an environment resource requires that the devel-
oper modify all microservices that refer to the new/existing microservice. This task only increases in
complexity as the system scales.

The issue of constructing URLs is not new. In fact, it is one of a number of issues raised by Fielding
[19] when describing REST. In particular, he describes best practice for the implementation of REST
basedapplications through the conceptofHypermediaAsTheApplicationOf EngineState (HATEOAS).
Fielding argues that the construction of URLs should be the responsibility by themicroservice (he used
the word server here) that the URLs refer to and should be provided by that service as part of the
resource representation.

In the prototype, we did not follow this design principle, but instead used integers as unique identi-
fiers in the resource representations returned by the three environment microservices. This is evident
from the simplified resource representations shown in Figure 1. Ourmotivationwas to keep thedesign
as simple as possible, but it became clear towards the end that the resulting system components had
closer coupling thatwewould like. Itwasparticularly clear in thedesignof theagents as they interacted
with all the other services.

4.2. Semantic descriptions

The lack of semantic descriptions of the environment became a barrier to the addition of new func-
tionality. The underlying layout of the traffic network being simulated was not available to the agents.
As a result, it was impossible for agent to plan their route through the network. As a consequence, the
route planning functionality was implemented as part of the traffic simulation service. This approach
is not ideal because it is not possible to implement alternative route planning strategies.

A semantic representation of the traffic simulation that could expose the current simulation state
would be a better approach. Using the appropriate technologies would allow the construction of a
shared knowledge graph that agents could explore directly. This would make it possible to imple-
ment functionality, such as route planning, within the agent. This allows for heterogeneous route
planning strategies, such as theQ-learning approach advocated in [68], while also allowing centralised
approaches to be used when they are considered appropriate.

4.3. Decomposition is good

In this prototype, the traffic simulation implements the entire simulation of the traffic network and
other functions such as route planning. This seemed like a good idea in the original design, as the
traffic simulation was viewed as one of three types of environment that the agents could inhabit.

On reflection this has a number of drawbacks: combining the implementation of junctions and
streets into a single service enforces a single (or at least fixed) set of junction and street models be
used. In the prototype, we implemented just one junction model and one street model. In practice, it
may be necessary to use different models for different parts of the simulation. For example, a multi-
lane street models might be designed that include support for overtaking, or a one-way lane models
to support one way systems. It became clear that we had not decomposed our traffic simulation suffi-
ciently. A better level of decomposition would be at the street/junction level; allowing the integration
of multiple street/junction models by implementing a microservice for each model. An obvious issue
in this is the increased complexity described in Subsection 4.1. This approach would also not fit well
with the use of a graph database such as Neo4J.

One solution is to useURLs to implement the graph structure. In such an approach, junctionswould
be implemented as individual environment resources and would include URLs to the street environ-
ment resources that connect to it. Similarly street environment resources would include URLs to the
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associated junction environment resources. The result is a decentralised graph implementation based
on the URLs themselves.

4.4. The potential of knowledge graphs

While reflecting on the lessons learnt in the previous three sections, another idea emerged. The com-
bination of URLs and semantic representations are the building blocks of knowledge graphs [69].
When this is combined with the decomposition of the traffic simulation into junctions and streets,
an interesting possibility emerges: the creation of a distributed knowledge graph of the simulation
environment. Such a knowledge graph could be used by the simulation agents to explore the envi-
ronment. For example, in our prototype, route finding is implemented using a shortest path algorithm
provided by Neo4J. In a knowledge graph centric environment, the agent could perform route finding
by simply exploring the knowledge graph following the URLs connecting streets to junctions and vice
versa. An example of such an approach can be found in [68] where agents are implemented that use
Reinforcement Learning to explore a semantically defined maze environment.

Knowledge graphs can not only enable discovery of the structure of the environment, but also
can be used to provide additional knowledge necessary for the agents to operate effectively in the
environment. For example, amore complex work environment could include descriptions of themain
tasks associated with each role. This offers the potential for an agent with no prior knowledge of that
particular workplace learning how to perform a given job. Here we use the term ‘learn’ in its most gen-
eral sense which can be realised through some form of plan sharing, the application of reinforcement
learning from first principles or even some form of transfer learning.

4.5. Other lessons

Other lessons havebeen learnt that aremore specific to theprototype. For example, the use of the Plan
action to trigger transition from a home/work simulation into the traffic simulator only works if there
is a traffic simulator. In the context of the avoiding monoliths lesson, perhaps a generic Leave action
would bemore appropriate. Also, the use of theMove action does notmakemuch sense in the context
of the Accelerate and Decelerate actions. A better model would be to accelerate to the correct speed
and then to Wait if there is nothing to do. Similarly, the need to perform an Enter action at the end
of a street does not make sense, it is surely more appropriate to expect that the car will automatically
transition into the intersection when it reaches the end of the street.

5. Conclusions

This paper presents an overview of a prototype agent-based traffic simulator based on microservices
and REST. The development of the prototype demonstrates the potential of the approach to building
simulations based on Agent-Based Modelling.

One particularly nice feature of the approach is the flexibility afforded in choosing how to imple-
ment the agent part of the simulation. By adopting HTTP as an interface between the agent and
its environment, it is possible to use any programming language or agent framework that is able
to interact with services via HTTP. This is illustrated through two prototype agent implementations.
Section 3.3.1 introduces a simple Java based agent implementation that uses the well-known Spring-
Boot framework to provide theHTTP integration. The second approach, described in Section 3.3.2 uses
the less well known Multi-Agent MicroServices (MAMS) framework which is built on top of the ASTRA
agent programming language.

The goal of this work is to explore the potential of the approach. We have not done any significant
performanceanalysis.Wedoexpect that thedecompositionof the simulation into a set ofmicroservice
will increase network overheads and could have an impact at scale. One interesting avenue of future
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research would be to explore possible techniques for managing this increased load. Potential strate-
gies could include the use of mobile agents techniques to balance the network load or the use of the
duplexmode offered in HTTP/2. Evenwith such optimisations, we do not expect that any Hypermedia
MAS Simulation would be able to compete with a bespoke simulation developed for and deployed on
a cluster. This was never our goal for this work.

The experience of building and testing the prototype has influenced our original vision for agent-
based modelling. The importance of semantic meaning and hypermedia links was made evident. The
adoption of Semantic Web and Linked Data technologies has three potential benefits:

• The use of linkedmicroserviceswould allow the decomposition of complex environments into a set
of simpler environments implemented as a decentralised suite of microservices that form a decen-
tralised linked environment. This has the potential to enhance the configurability and reusability of the
environment components. For example, a new street model can be introduced by deploying it as a
microservice, creating necessary environment resources and linking them to the relevant junction
service endpoints.

• The use of linked data technologies should further simplify the interface between the environment
microservices and agent frameworks that operate with knowledge/beliefs (such as ASTRA) allow-
ing the direct ingestion of knowledge from the environment removing the need to provide custom
abstractions such as the inference rules defined in Section 3.3.2. This will simplify further the use
of agent frameworks making them a more viable option for agent-based simulation. It also opens
up the possibility of hybrid agent simulations where different agents within the simulation are
implemented using different technologies, but are able to inter-operate through the same shared
environment.

• The combination of linked data and microservices leads to the potential to create a decentralised
knowledge graph of the simulation environment. By embedding links to the environment descrip-
tions inside the environment state representations, it becomes possible for agents to access their
local knowledge graph. This offers the potential for implementing agents that are able to combine
the traditional local state with access to global knowledge of their environment.

Future work will focus on the development of the decentralised linked environment approach, the
integration of semantics and the creation of a larger andmore complex prototype that will allow us to
better evaluate the potential of the linked data approach and to enable its evaluation through larger
and more complex scenarios.

Notes

1. http://spring.io
2. Source code: https://gitlab.com/mams-ucd/examples/microservice_traffic_simulator
3. https://spring.io
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